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x86 Assembly Guide

The stack
Memory stacks are locations also know as linear data structures that are used to place data into
memory of the computer. Data is inserted into the stack in a linear order using Last in first out
(LIFO), which is accomplished through operations. Memory that is allocated to a new process
recieves a section of memory, which depending on the process could be in kernal or user space
allocations. When data is added to the stack memory address goes down, where as if data is
removed memory address goes up.

Instructions are used to manupilate, upload, download, or perform computations data into the
memory locations. There are numerious types of architectures, common instructions are typically
utilized but there are differences between architecutres through the use of specific instructions
know as extensions.

For the purpose of this guide Intel x86_64 will be the basis.

As instructions are being called the data is being placed into registers inside the stack. Register is a
small amount of memory in the stack. Think you have a big box that 10 other boxes of smaller size
can be placed into, the smaller boxes are a register.

General Registers
X86_64 uses 16 general registers, however it can access smaller bit registers for 32, 16, and 8 bits.

• Accumulator register (AX) used for arithmetic operations

• Counter register (CX). Used ifor shift instructions and loops.

• Data register (DX). Used in arithmetic operations and I/O operations.

• Base register (BX). Used as a pointer to data

• Stack Pointer register (SP). Pointer for the top of the stack.

• Stack Base Pointer register (BP). pointer for base of the stack.

• Source Index register (SI). pointer to a source in stream operations.

• Destination Index register (DI). pointer to a destination in stream operations.

Understing difference registers by bits

To distingush the differences lets discuss the 64 register rax.

• Before 64 bit systems we had 32 bits, so the register was eax.

• Before 32 bit we had 16 bit and the register was ax.

• Than at 8 bit the register was al
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The r8 thru r15 registers extensions happen from the end of the register. For example:

• r8 is 64 bit

• r8d is 32 bit

• r8w is 16 bit

• r8b is 8 bit.

As computing technology allowed for faster computing, registers where extended to accommindate
those increases. However by extending the register the smaller registers are still able to be utilized,
since backward capability is rather important so companies can continue to use older programs.

Reference: https://stackoverflow.com/questions/20637569/assembly-registers-in-64-bit-architecture

Byte position

bit Registers that contain a "H" or "L" identifies position of the bit as either high or low. In the chart
above we see, for example, the al register in the lower 8 bits column. Should we see ah than we
know that the register bits are set in the high postion.

Low order example:

00001111
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Control Registers
Control registers which determine processor operating mode and executing task settings. These
registers are used in kernel development and can be identified as %CR0 thru %CR15. For this course
we will not work at the kernel but it important to know that control registers exist in case they are
ever encounter in the future.

Segment Registers
These registers are utilized to logically divide memory into segments. Each segment will have its
own base memory address, this allows processors to fetch and execute data quickly. Segment
registers are available in 16 values and can be set by general register or special instructions.

• Code segment register (CS): is used for addressing memory location in the code segment of the
memory, where the executable program is stored.

• Data segment register (DS): points to the data segment of the memory where the data is stored.

• Extra Segment Register (ES): also refers to a segment in the memory which is another data
segment in the memory.

• Stack Segment Register (SS): is used for addressing stack segment of the memory. The stack
segment is that segment of memory which is used to store stack data.

Flags
Flags also known as condition codes represent the state of the processor. These flags are used to
control the action when conditions are met which typically is used in conjunction with jump
instruction to determine what the program will do next. To note flags also utilize extensions to
identify how many bits the flag is.

• RFLAGS : 64 bit

• EFLAGS : 32 bit

• FLAGS : 16 bit

Reference: https://www.shsu.edu/~csc_tjm/fall2003/cs272/flags.html
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Common flags

• CF - carry flag : Set on high-order bit carry or borrow; cleared otherwise

• PF - parity flag : Set if low-order eight bits of result contain an even number of "1" bits; cleared
otherwise

• ZF - zero flags : Set if result is zero; cleared otherwise

• SF - sign flag : Set equal to high-order bit of result (0 if positive 1 if negative)

• OF - overflow flag : Set if result is too large a positive number or too small a negative number
(excluding sign bit) to fit in destination operand; cleared otherwise

Instructions
Instructions can be thought of as "commands" that the program calls to do something. This could be
to push data into the memory stack or compare data to generate flags to name a few. The amount of
possible instructions one can use is numerious, the 2019 Intel® 64 and IA-32 Architectures Software
Developer’s Manual shows over 1,000 instructions.

Common/basic instructions

Data movement

There are two syntaxes used for x86 ASM: Intel and AT&T. Intel is what most disassemblers use
when disassembling a program and is what we teach.

Intel syntax is read from right to left. Data that is used located at the right, the destination is in the
middle, and the instruction is to the left.

Instruction Register Data

mov rbx, 10

• mov : moves data into destination

mov eax, ebx  # copy value in ebx into eax

• push : places data onto the stack

push[var] # push var into the stack

• pop : pulls data off the stack

pop [ebx] # pull top element of the stack into memory at EBX

• lea : loads data into identified address
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lea eax,[var] # var is placed into EAX

Logical

• add : add items together

• sub : subtract items

• inc, dec : increment, decrement by 1

• imul : multiplication

• and, or, xor : logical operations

Control flow

• jmp : jump. move pointer to a memory location

• j<condition> : is a jump based upon a condition being meet

• cmp : compare.

• call : call a subroutine, which pushes current memory location onto the stack. Unlike a jmp call
will save the location of memory which is returned to once the subroutine finishes.

• ret : return, pops the memory location of the stack and then execuates a unconditional jmp to
subroutine location.

Jumps and flags

When j<condition> instruction are used it will check the current flags depending on the results of
operation. For example if we had a JE (jump if equal) and the operation is true than the zero flag
(ZF). If that flag is set than our code would conduct the jump to location in stack. If the condition is
not met than program would move to the next instruction on the stack.
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Reference: http://www.unixwiz.net/techtips/x86-jumps.html

Putting it together

• Example 1

main:
    mov rax, 16     //16 moved into rax
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    push rax        //push value of rax (16) onto stack. RSP is pushed up 8 bytes (64
bits)
    jmp mem2        //jmp to mem2 memory location

mem1:           //Subroutine
    mov rax, 0      //move 0 (error free) exit code to rax
    ret             //return out of code

mem2:               //Subroutine
    pop r8          //pop value on the stack (16) into r8. RSP falls 8 bytes
    cmp rax, r8     //compare rax register value (16) to r8 register value (16)
    je mem1         //jump if comparison has zero bit set to mem1

• Example 2

main:
    mov rcx, 25     //store the value 25 in rcx register
    mov rbx, 62     //store the value 62 in rbx register
    jmp mem1        //jumps to mem1 location

mem1:               //Subroutine
    sub rbx, 40     //subtract 40 from rbx
    mov rsi, rbx    //copy rbx value to rsi
    cmp rcx, rsi    //compare the values in rcx and rsi
    jmple mem2      //jumps to mem2 location if value is less than or equal

mem2:               //Subroutine
    mov rax, 0      //store 0 in rax
    ret             //return out of code
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